**Introduction to Boolean Algebra and Logic Gates**

Boolean algebra is named after the mathematician, called George Boole, who first developed it. It is a form of algebra that deals with logic.

Consider a single light switch, it can be either ON or OFF - TRUE or FALSE - 1 or 0

|  |  |
| --- | --- |
| http://staffweb.cms.gre.ac.uk/~sp02/logic/images/andswitch.gif | http://staffweb.cms.gre.ac.uk/~sp02/logic/images/orswitch.gif |
| Switches in Series (AND) | Switches in Parallel (OR) |
| **A.B** means **A AND B** | **C + D** means **C OR D** |

**An example of OR**

University regulations state that before a student can be accepted for a Creative Arts degree they require:-

Art "A" Level   
OR  
12 cornflake packet tops

Fill in the table to decide which groups of students are accepted on the course.

|  |  |  |  |
| --- | --- | --- | --- |
|  | Condition A "A" level | Condition B Packet tops | Accept for course |
| Student 1 | No | No |  |
| Student 2 | No | Yes |  |
| Student 3 | Yes | No |  |
| Student 4 | Yes | Yes |  |

**An example of AND**

To successfully rob a bank you require BOTH a get-away car AND dynamite. Fill in the table to decide which crooks get away with the loot.

|  |  |  |  |
| --- | --- | --- | --- |
|  | Condition A Get Away Car | Condition B Dynamite | Successful Robbery |
| Crook 1 | No | No |  |
| Crook 2 | No | Yes |  |
| Crook 3 | Yes | No |  |
| Crook 4 | Yes | Yes |  |

**Truth Tables**

Most Boolean algebra expressions use "1" for YES and "0" for NO and a table like these above can be used to show all valid possibilities. This is called a TRUTH table.

**OR**

|  |  |  |
| --- | --- | --- |
| **A** | **B** | **A + B** |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 1 |

**AND**

|  |  |  |
| --- | --- | --- |
| **A** | **B** | **A.B** |
| 0 | 0 | 0 |
| 0 | 1 | 0 |
| 1 | 0 | 0 |
| 1 | 1 | 1 |

**NOT**

|  |  |
| --- | --- |
| **A** | **A** |
| 0 | 1 |
| 1 | 0 |

 A + B means (NOT A) or (NOT B)

A + B means NOT (A OR B)

**Operator Precedence**

The order is as follows:-

1. Brackets
2. NOT
3. AND, NAND
4. OR, XOR, NOR

Any expression on the same line has the same precedence, e.g. AND has the same precedence as NAND.

If the operators have equal precedence then precedence travels from right to left. ALWAYS put in the brackets to show precedence, when writing Boolean expressions.

**Rules of Boolean Algebra**

1. Commutative laws
   * A + B = B + A
   * A.B = B.A
2. Associative laws
   * A + (B + C)  =  (A + B) + C
   * A.(B.C)  =  (A.B).C
3. Distributive laws
   * A.(B + C)  =  (A.B) + (A.C)
   * A + (B.C)  =  (A + B).(A + C)
4. Tautology laws
   * A.A = A
   * A + A = A
   * A + A = 1
   * A . A =  0
5. Absorption laws
   * A + (A.B) = A
   * A.(A + B) = A
6. Common Sense laws
   * 0.A = 0
   * 1 + A = 1
   * 1.A = A
   * 0 + A = A

* + 0 = 1

* + 1 = 0

1. Double Complement law

          \_

* + A = A

1. De Morgan's law

* + A + B = A .B
  + A + B = A . B

All these laws can all be proved using truth tables.

Consider Rule De Morgan's below

A + B = A .B

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| A | B | A | B | A + B | A.B | A.B |
| 0 | 0 | 1 | 1 | 1 | 0 | 1 |
| 0 | 1 | 1 | 0 | 1 | 0 | 1 |
| 1 | 0 | 0 | 1 | 1 | 0 | 1 |
| 1 | 1 | 0 | 0 | 0 | 1 | 0 |

* Prove

A + B = A . B

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| A | B | A | B | A . B | A + B | A + B |
| 0 | 0 |  |  |  |  |  |
| 0 | 1 |  |  |  |  |  |
| 1 | 0 |  |  |  |  |  |
| 1 | 1 |  |  |  |  |  |

**Example**

Show that A + A . B = A using Boolean algebra and a truth table

From the Common Sense laws A .1 = A the expression A + A . B = A can be written as

(A . 1) + (A . B) = A

A.(1 + B) = A

A.(1) = A

A = A

Verify with a truth table

|  |  |  |  |
| --- | --- | --- | --- |
| **A** | **B** | **A . B** | **A + A .B** |
| 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 0 |
| 1 | 0 | 0 | 1 |
| 1 | 1 | 1 | 1 |

**Electronic Logic**

A logic gate is an electronic circuit constructed of transistors designed to perform a specific function, such as AND, OR and NOT.

![http://staffweb.cms.gre.ac.uk/~sp02/logic/images/dtlandgate.gif](data:image/gif;base64,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)

Two Input AND Gate

Each logic gate has a special symbol.

AND Gate        Z = A . B

![AND Gate](data:image/gif;base64,R0lGODlhpQAuAIAAAAAAAP///yH5BAEAAAEALAAAAAClAC4AAAL+jI+py+0Po5y02ouz3rz7D4biSGbAiabqepbuCyOApsb2vc1ei/f+o/sEf8ThzdjhEX3IWDO57M2eLirHGg1NmdWsM4AdhXPermEMQpvKpSCSBY/LlW22OCX92oUJNRTmtwfUhxO4JkiDcoCnB1jYsII4YYhBeQi5KBlhacHZCeYw5Lk0OnkEipmpGXr6ZeW2OmhTuqm6UBOb6jrHy0J4pouaq0ArUQzEePs7LNNqZrsMXBGZ1/gsTdxcCW19faeEp+N7KdxdxzytPbuOTgH7aN4emsz+ciwoCm8v7x7d+x/HET9T6gSeG2isoEES9/aMcyYGIbqGCiWuoojNYi4dinQ0xmqI0SNDISFFRjRBz+QwgHBUunwJM6aNAgAAOw==)

OR Gate             Z = A + B

![OR Gate](data:image/gif;base64,R0lGODlhmgAuAIAAAAAAAP///yH5BAEAAAEALAAAAACaAC4AAAL+jI+py+0Po5y02ouz3rz7D4biqADmiaYqQLbuy1rpS9danJn2zj/43QtGfh8iRidMlkjGo/IZYDU500sVCosyi9igdMvt2nBXoKcsDmtLq7YbTYGnN7ORfHKfyxL5OKivh8cHphbYgXKAGALoY+gIwegQWTEZVedYuUQDd0X2mDmYhdaJAEp4JgopWYq5mNrY4Nn691arsiDL18Z28unakstAmjhbKHIpvMo6hGz350I0nLwsEXz8DBw6vb0mSHxKxdRroIh3S0n9a/xI9+2MzX5Yfr0en5Neb2Yfjm/rb+puXzt8h/IJ3BMQlcGD1c7BK8gwHsBuEYvxq+iLykQZjO8GcrR4ZONHepTmjZzzz83JlSxbunxRAAA7)

NOT Gate          Z =  A

![NOT Gate](data:image/gif;base64,R0lGODlhigAnAIAAAAAAAP///yH5BAEAAAEALAAAAACKACcAAALcjI+py+0Po5y02ouz3rz7D4biSJbmiaYnAKjue7UsTNdMa8z2TuOHzguuFkChEeRTFI/MTJL4PLKm1GpUeFVmm9zGVtsNP75QMRly7qTB46Vp7U3B2XS3SOYMzDF7eo441PejhyJYB/hGyKeY6DEVR+IjKOllZXlZhbSFyWkFyUhB2cgxs1mSaYF6Spp0ZRjxtBc7GhPluoogm/AKy7cpyetA9fOIVqx3HNJnpxUspjHH/Ny1Jj1NbXytnSvsvP2SZf0dZus9DtNqfo6eo76OLv4+7S5fb3+Pnz9dAAA7)

Any logic circuit, no matter how complex, can be described using the Boolean expressions of AND, OR and NOT.

**Example** the circuit given below has three inputs A, B and C and a single output F. Utilising the Boolean expression for each gate it is easy to arrive at an expression for the output.

![Z = A.B + C](data:image/gif;base64,R0lGODlh5wBIAIAAAAAAAP///yH5BAEAAAEALAAAAADnAEgAAAL+jI+py+0Po5y02ouz3rz7D4biSJbmiabqyrbuC8fyTJ/Ajef6ftf+D1QANLqg8dgaenrIpjOk/ESf1GplusRatxxtytsBc8cUscm8QZPXi6Fa9M7E2Wy3a47B07n2pG0P2HagxVNoeMh0BoSIGBgQpdf1FRT5mFN3yVJpsalI1AmDBcqpMgoXxpdgWlZqtJrYlGkJ64myeorqWPvnKqVbcgsRDOX7izvZW2ysbIsUPLwM7eDGWG19PSytq83ALQnivReuGgu+vNRabn6elu5MvFh0534Ezc3DajAuiKyOPjJFT0A//d4xW6fvCoJ95Jo9sccr36N5Dp1ABHZBnirFbBxpAaxir6MhfgoHEcQIEt7HjA3praRy8RiphZp2PUSo0qSEgTVJMDzY7mXCCPhO5kwJNExRpOB+JiXCLujTmzijzlRap6rVknlkkYm5lZNIHDTGLs0VNq0QtN/UutUJderbqKOyzb1bV+5ddqCeWbnkNFBfrEwt7ZWDuC3MtYdZOv60xUtgQJsqafxL1KzmzZyxXdEsrrHoGJNHmy5tejSh1KyFom6t1ivs2bRr276NO7fu3bx7+/4NPLjw4cSLGz8evAAAOw==)

Z = A.B + C

**Circuits containing Inverters**

Whenever an inverter is present in a logic-circuit diagram, its output expression is simply equal to the input expression with the bar over it. i.e.

![http://staffweb.cms.gre.ac.uk/~sp02/logic/images/logic2a.gif](data:image/gif;base64,R0lGODlh9gA9AIAAAAAAAP///yH5BAEAAAEALAAAAAD2AD0AAAL+jI+py+0Po5y02ouz3rz7D4biSJbmiabqyrbuC8fyTNf2jef6zvf+bwAAgMQicSg0Kpe2YdDJjEpT0Of0igVVD8ms90vZIrrghvCMTqvP5Zo4QW6PNWm5662Iy/EXvd3Elxd4NWhRSAhY4Zd1qNjI9NjXV8gGFBm2F3CJibGoCeV5szkx6oNUUsq19ZZKlQh2StKqyrUwe3L7kOtWO7L7yfcrImz7BSq4lqwsHLrs/AwNjUIMU+frkRTcQ12MODfMEcdq6urdG9LqN76twk1VCUxc2gzq/mEP96dleAhPXo5LjZJIoczhAqhpSaOCWPB9O3iuCCWHNChGnAbJAUOmYyssBomCZyOsjvGiPWPgEZ0gfShJIhw4JiWOlBZlqvzEUle7lwk3CJQlkqXHmvmwXbyXU8LQaWuQHk3qEqNBm1CfXjNHtepHqYTQaH1BtOHDkibLmj2LNm1ZrgZ7ft35ilHRtzxvyrVK96osL03zwtXrN7DPvYIL0xmW1TDHfYobS8KW2DFfOl4lWw6jNvLlzZw7e/4MOrTo0aRLmz6NOrXq1Q0KAAA7)

Z = A.B + C

![http://staffweb.cms.gre.ac.uk/~sp02/logic/images/logic2b.gif](data:image/gif;base64,R0lGODlh2wA7AIAAAAAAAP///yH5BAEAAAEALAAAAADbADsAAAL+jI+py+0Po5y02ouz3rz7D4biSJbmiabqyrbuC8fyTNf2jef6zvf+XwIIh8SiUQhMKiMATXEJhTY9yKi1N/1kr9zGFvXtVLtkRNh0FsvG5UwzPYJz5Kc3ve14r+5OWJaNJ6Gnwtfn8gUY6HVQOFf3cpaomPCncHSJiQl26NXY9ZTi6dZCJxmIGJrKwmdahrqpSjjRakXEOPQYq8skOkklu3dBa4Dr67ibK5w2NuxkBNSLET3qTLkwDbGFvRoMvMF8TaKdtF1RTnF+C5eep8TOFJApP/+stU4/v+jejSw9GB5kybts/NyMs4RGird+s8JECqjM1sKEBdHduwXRDDqRRhMzMszDqtk3axs5wjr58drAOUfMaURJsSMDkbVMwhRHKttKHKBuxsnZyRhJYpTwGS0WsyJGoUOJJsPJqShTgDY9/oxKbOePg09FaIUX7yuWej5/+aE5FajXNWl57ETbNu5LLXLruqQi1u4nZ0j1+n1wtOXfwYQLGz6MOLHixYwbO34MObLkyZQrW76M+UEBAAA7)

Z = A.B

**Example** Construct A.C + B.C  + A.B.C

![http://staffweb.cms.gre.ac.uk/~sp02/logic/images/logic4.gif](data:image/gif;base64,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)

**Binary Half Adder**

Consider a simple circuit to add together two binary digits, A0 and B0 and produce the correct answer, which is called sum. The circuit will also produce a carry (if necessary), so it is not possible to use a simple OR gate.

![http://staffweb.cms.gre.ac.uk/~sp02/logic/images/onebitadder.gif](data:image/gif;base64,R0lGODlhcAFiAIAAAAAAAP///yH5BAEAAAEALAAAAABwAWIAQAL+jI+py+0Po5y02ouz3rz7D4biSJbmiabqyoJAC8dvTNfSO9twrveuvwLwfELhoTjLDYGc5S/hnPCW0VaVeVJit1kUElEMhMVGKLJMxl1Va677DV+04+85/Y7X2RvDpEH7h/MHJcb3dQQ2iFhI2LGXBxnpJYn3SCl5dplhqWnVWcGJNfbJEEo6eeqIlsra6voKGys7S1tre4uby2Kqa8HbC7wb3KUb9isCCLbqejz80AzZxzjtTANdij2ddNioyHi9AV493kSObI5eczwVRK3gJJ6dPt/uFi9Mr76Ie0/eX/dOVCJv//TkK1dslLaDxBhiKOgwosSJFCtavIgxo8b+jRw7doQ4DKRHfiMDlvQg0t7JgbekCUy5BWaxkAJZLoQlktuFMy6ByOyhJtlPCsmYlYjiZ5VClux0yvC3bGUEiFT2+XHg8qpBqRqHtuTaFaxXsKfW7WODlUpOshjXcTMyRmtQq/KyAiqjZelDthfN0r25zdsRpN2+4Q0kSNG1sXw1MTZE6nFjTGJ7fZFsUrAZnpw7e/4MOrRozLFGmz6NGrU8OFnPtiKNM1fVmzXdsYL9CvdW25N5e9Tdm3Xq4cSLGz/uNLjy5cybO38OPbr06dSrW7+OPbv27W2Re/8O3jv3mVyBj2+40vz5o5XX21Jf1v379iQDcYGPSir+Efv+B/Un8d8lASKjXlFyhIdgcWIlyKBqNyCmh1MG3kbfe3e5hs9ZE6YCEjsabOjTOCAChSGH7MmxiU2aWSNiiT5FRSGA2MRF0IGjHEaifLQURBhgzzSilQ0D6piiCR7WSJtNF2I2JJE7VeikUeVFWRqUVJo45ZVS7pSJivz9mNmJWsZY5IrsXQFPfmPG96GG/k2BRlBwwVgIPInZp0ScZISzJpl7/WUgjkhmduQ3A3W5WJ9YlqkYkhcm0uNfjS4yG0KKfsILZ4NdNqecPSkT54137pnnNtA0eelqTKAaZqqUsFqJq53AegetOHUpm5U7KlObb1VmOV+ru9n6p371xVFDqF5+nkQsKM/QidahLkam6yxHjmgkT0z9aqw/0+pjJpvdthhuY80CJKuA1aZLx7kqsQtvvPLOS2+99t6Lb7762lsAAAA7)

Truth table for a binary adder

|  |  |  |  |
| --- | --- | --- | --- |
| **A0** | **B0** | **S0 (Sum)** | **C0 (Carry)** |
| 0 | 0 | 0 | 0 |
| 0 | 1 | 1 | 0 |
| 1 | 0 | 1 | 0 |
| 1 | 1 | 0 | 1 |

From the truth table it can be seen that:-  S0 is 1 if (A0 is 0 AND B0 is 1) OR (A0 is 1 AND B0 is 0) i.e.

S0 = A0 . B0  +  A0 . B0

Next consider the carry (C0). By looking at the truth table we can see that:- C0 is only 1 when both A0 AND B0 are 1 i.e.

C0 = A . B

The final circuit is shown below:-

![http://staffweb.cms.gre.ac.uk/~sp02/logic/images/logic3.gif](data:image/gif;base64,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)

This is not the most efficient way to add binary digits, but it does show how logic gates such as AND, OR and NOT can be usefully combined to perform functions inside computers.

**Karnaugh Maps**

Karnaugh maps are a useful aid to simplifying certain types of Boolean expressions and are often quicker and easier than applying the rules of Boolean algebra, with greater chance of getting the right answer. A Karnaugh map is simply a convenient tabular arrangement of a Venn diagram.

Consider the arrangement of 4 cells shown below:-

|  |  |  |
| --- | --- | --- |
| B\A | 0 | 1 |
| 0 | A . B | A . B |
| 1 | A . B | A . B |

Consider 4 variables. Note the ordering of the logic values.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CD\AB | 00 | 01 | 11 | 10 |
| 00 | \_   \_   \_   \_  A . B. C . D | \_        \_   \_  A . B. C . D | \_   \_ A . B. C . D | \_   \_   \_  A . B. C . D |
| 01 | \_   \_   \_       A . B. C . D | \_        \_         A . B. C . D | \_       A . B. C . D | \_   \_         A . B. C . D |
| 11 | \_   \_             A . B. C . D | \_                   A . B. C . D | A . B. C . D | \_              A . B. C . D |
| 10 | \_   \_         \_ A . B. C . D | \_              \_ A . B. C . D | \_ A . B. C . D | \_         \_ A . B. C . D |

**Example** Map the following expression to a Karnaugh map

A.B.C.D  +  A.B.C.D  +  A.B.C.D  +  A.B.C.D

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CD\AB | 00 | 01 | 11 | 10 |
| 00 |  |  |  |  |
| 01 |  |  |  |  |
| 11 |  |  |  |  |
| 10 |  |  |  |  |

Having mapped the given expression it can now be simplified. Draw an outline around it the part of the graph with the 1's in it. This is the only part to be considered. Only horizontal or vertical shapes can be linked Look carefully at the part of the map which contains the 1's. If a variable covers both a 0 and a 1 state then it can ignored. For example - consider C in the above map - it covers both 0 and 1 states and so the final expression will not contain the variable C. Similarly, D covers both 0 and 1 states, so the final expression will be?

**Example** Simply the following expression

A.B.C.D  +   A.B.C.D  +  A.B.C.D  +  A.B.C.D

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CD\AB | 00 | 01 | 11 | 10 |
| 00 |  |  |  |  |
| 01 |  |  |  |  |
| 11 |  |  |  |  |
| 10 |  |  |  |  |

**Rules of Symmetry for Karnaugh Maps**

In addition to the binary powers, the map can be folded in such a way as to form a cylinder, or so that all four corners touch one another. This can aid simplification, and some of the possible ways are shown below.

Vertical cylinder (Ans B)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CD\AB | 00 | 01 | 11 | 10 |
| 00 | 1 | 0 | 0 | 1 |
| 01 | 1 | 0 | 0 | 1 |
| 11 | 1 | 0 | 0 | 1 |
| 10 | 1 | 0 | 0 | 1 |

Horizontal cylinder (Ans A.B.D)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CD\AB | 00 | 01 | 11 | 10 |
| 00 | 0 | 1 | 0 | 0 |
| 01 | 0 | 0 | 0 | 0 |
| 11 | 0 | 0 | 0 | 0 |
| 10 | 0 | 1 | 0 | 0 |

All Four Corners (Ans B.D)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CD\AB | 00 | 01 | 11 | 10 |
| 00 | 1 | 0 | 0 | 1 |
| 01 | 0 | 0 | 0 | 0 |
| 11 | 0 | 0 | 0 | 0 |
| 10 | 1 | 0 | 0 | 1 |

The examples shown use four variable maps, but two or three variables can be used if required.